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ICLF: An Immersive Code Learning Framework based on Git for
Teaching and Evaluating Student Programming Projects

Anonymous Author(s)

Abstract
Programming projects are essential in computer science educa-
tion for bridging theory with practice and introducing students to
tools like Git, IDEs, and debuggers. However, designing and evalu-
ating these projects—especially in Massive Open Online Courses
(MOOCs)—can be challenging. We propose the Immersive Code
Learning Framework (ICLF), a scalable Git-based organizational
pipeline for managing and evaluating student programming project.
Students begin with an existing code base, a practice that is crucial
for mirroring real-world software development. Students then itera-
tively complete tasks that pass predefined tests. The instructor only
manages a hidden parent repository containing solutions, which
is used to generate an intermediate public repository with these
solutions removed via a templating system. Students are invited col-
laborators on private forks of this intermediate repository, possibly
updated throughout the semester whenever the teacher changes
the parent repository. This approach reduces grading platform de-
pendency, supports automated feedback, and allows the project
to evolve without disrupting student work. Successfully tested
over several years, including in an edX MOOC, this organizational
pipeline provides transparent evaluation, plagiarism detection, and
continuous progress tracking for each student.

CCS Concepts
• Social and professional topics → Computing education; •
Software and its engineering → Software configuration manage-
ment and version control systems.

Keywords
project, teaching, test-driven development, grade, java, git, extreme
code immersion

ACM Reference Format:
Anonymous Author(s). 2018. ICLF: An Immersive Code Learning Framework
based on Git for Teaching and Evaluating Student Programming Projects.
In Proceedings of Make sure to enter the correct conference title from your
rights confirmation emai (Conference acronym ’XX). ACM, New York, NY,
USA, 7 pages. https://doi.org/XXXXXXX.XXXXXXX

Permission to make digital or hard copies of all or part of this work for personal or
classroom use is granted without fee provided that copies are not made or distributed
for profit or commercial advantage and that copies bear this notice and the full citation
on the first page. Copyrights for components of this work owned by others than the
author(s) must be honored. Abstracting with credit is permitted. To copy otherwise, or
republish, to post on servers or to redistribute to lists, requires prior specific permission
and/or a fee. Request permissions from permissions@acm.org.
Conference acronym ’XX, June 03–05, 2018, Woodstock, NY
© 2018 Copyright held by the owner/author(s). Publication rights licensed to ACM.
ACM ISBN 978-1-4503-XXXX-X/18/06
https://doi.org/XXXXXXX.XXXXXXX

1 Introduction
Programming projects are a fundamental component of students’
education to bridge theoretical knowledge with practical applica-
tions. Ideally during programming projects the students should also
acquire a set important skills for a computer scientist like the ability
to write clean code, test and debug it, integrate into an existing
code bases, and collaborate with others using version controls sys-
tems. Unfortunately, many computer science programs still focus
on theory or small projects starting from scratch, leaving graduates
ill-equipped to work directly on more complex software projects.

Designing high-quality implementation projects and evaluat-
ing them effectively remains a significant challenge for educators,
particularly in contexts such as Massive Open Online Courses
(MOOCs), where a centralized manual correction is impractical.

Our motivation question is: How can we effectively teach students
to work with large, real-world codebases while providing transpar-
ent, scalable, and automated evaluation in programming courses,
particularly in contexts like MOOCs?

To address the question we propose the Immersive Code Learn-
ing Framework (ICLF) built around Git for teaching and evaluating
student programming projects. Instead of starting from scratch,
students are placed in a scenario mirroring real-world software
development. Every student is invited as a collaborator on a git
repository already containing code as a starting point. This is the
immersive aspect, where students engage with an existing code
base rather than starting a project from scratch. Students are then
required to iteratively modify and extend this code base, complet-
ing tasks designed to meet predefined and graded unit tests. The
progress is thus continuously assessed, with students receiving
feedback on their performance after each submission.

As illustrated on Figure 1, the instructor owns the students’ repos-
itories, which are private forks from another intermediate public
repository that is itself derived from a hidden parent repository con-
taining the original source code with solutions. The instructor only
pushes changes to this parent repository. Whenever the instructor
makes a push to the parent directly, the solutions are removed to
generate the intermediate repository using a templating system
embedded in the source code comments. Students are then invited
to pull the updates from the intermediate repository to ensure their
source code remains up-to-date.

ICLF minimizes the instructor’s dependency on a grading plat-
form, ensuring that the code provided to students is well tested,
functional, and the project remains feasible. Additionally, it allows
instructors to dynamically evolve the project by adding tests or fix-
ing bugs throughout the semester, even as students work on their
initial tasks. The approach supports automated grading, plagia-
rism detection, and detailed tracking of individual progress without
disrupting students’ workflow.

This methodology was successfully tested over several years,
including in an edX MOOC. Anonymous evaluations of our courses

1

https://doi.org/XXXXXXX.XXXXXXX
https://doi.org/XXXXXXX.XXXXXXX


117

118

119

120

121

122

123

124

125

126

127

128

129

130

131

132

133

134

135

136

137

138

139

140

141

142

143

144

145

146

147

148

149

150

151

152

153

154

155

156

157

158

159

160

161

162

163

164

165

166

167

168

169

170

171

172

173

174

Conference acronym ’XX, June 03–05, 2018, Woodstock, NY Anon.

175

176

177

178

179

180

181

182

183

184

185

186

187

188

189

190

191

192

193

194

195

196

197

198

199

200

201

202

203

204

205

206

207

208

209

210

211

212

213

214

215

216

217

218

219

220

221

222

223

224

225

226

227

228

229

230

231

232

Template Repository
Owner: Teacher

Public

Parent Repository
Owner: Teacher

Private

Student 1 Repository
Owner: Teacher

Collaborator: Student 1
Private

Student n Repository
Owner: Teacher

Collaborator: Student n
Private

generated
through
github
actions

on demand
fork, created
by teacher

scripts

...

Figure 1: Set of repositories involved

highlight that students appreciate this teaching process for its struc-
tured and transparent evaluation approach. They value the flexibil-
ity to run tests locally and, when confident in their code, to validate
their progress within the secure grading environment.

ICLF is especially suitable for teaching related to systems devel-
opment. This includes topics such as operating system development,
compiler design, optimization, machine learning libraries, and more.

Our contribution is a detailed explanation of the framework. We
also provide a small complete open-source instantiation of it for
a java project so that anyone interested can reuse all the related
scripts and source code. We share our experience at using ICLF in
two courses, including a MOOC.

Section 2, gives the related work. Section 3 gives a comprehen-
sive explanation of the architecture, covering both functional and
architectural aspects from the perspectives of students and teach-
ers. Section 4 then describes how the framework is used to grade
exercises within a secured environment. Additionally, this section
features a detailed "hello-world" open-source example of the frame-
work using a Java library tailored for precise assessment of student
code. In the final section 5, we discuss our experiences using ICLF
across various courses, including a MOOC on edX. This section also
provides insights into how students engage with the framework.

2 Related Work
Peer review in computer science education offers significant bene-
fits for both students and educators [7]. Regarding grading, students
can be evaluated based on their peers’ assessments of their code.
However, peer review alone has limitations, such as students strug-
gling to determine whether their work meets expected goals and
the delay in receiving feedback. These limitations are addressed
by ICLF. In our view, peer review can serve as a complementary
approach to ICLF.

In Inquiry-Based Learning [9] learners actively engage through
questioning, information gathering, and solution exploration. The
goal is to encourage problem-solving skills. One such an approach
is the so called creative problem solving teaching method [12] used
for a MOOC on discrete optimization. In this approach, students
are challenged to solve problems using any means necessary to
achieve the desired outcome. Our approach differs somewhat, as
students are tasked with integrating into an existing source code

simulating the experience of joining a project in progress but, our
approach is not mutually exclusive.

There are also similarities between our teaching framework
and the one of Extreme Apprenticeship (XA) [13]. XA also allow
students to run and execute tests locally as often as they wish. XA
aims to guide students in using a working process similar to that
of professional programmers. Our method mainly differs in that
students interact with exercises through a git repository, rather
than a plugin specifically developed in an IDE. Also, XA does not
automatically generate a template repository from the solution of
the teacher and therefore need the so-called "Alpha-Beta-Open"
release process to verify test thoroughness that our continuous
deployment pipeline automates completely.

GitHub Classroom is a tool offered by GitHub sharing some
similarity with our teaching framework and to some extent could
be used to instantiate our framework. Students can join a classroom
and work within a skeleton project. However, it does not allow
them to collect automatically get the grades resulting from testing.
Additionally, there is no guarantee that the students have kept the
provided unit tests intact, resulting in additional work from the
teacher to validate the grades.

Web-CAT [4] is a Web tool for automated testing and grading
of programming assignments. It is not Git-centric and requires
students to upload their files manually or use a dedicated IDE plugin
for submission.WhileWeb-CAT is easier to use at the bachelor level,
it is less aligned with the workflows of a professional development
project compared to ICLF.

Autograder is a framework used to grade Java exercises [6].
However, unlike JavaGrader, this tool does not rely on Junit5 [2]
standard testing library. Other graders exist for Java using Junit
[5, 8], but these web-based tools are targeted for bachelors students.

3 Description of the framework
We explain in this section the teachers and students main interac-
tions with the system. First, we discuss how students enroll in a
course and begin working as a collaborator on a private fork of a
intermediate template repository. Next, we explain how this public
intermediate template repository is automatically generated from
the private teacher parent repository using an operation called
"stripping" removing and replacing parts of the source code.

We use GitHub as an example of a code hosting platform for the
remainder of this paper; other similar platforms can be used, such
as GitLab or Bitbucket. The only requirement for those platforms
is to provide a rest API enabling users to create and interact with
repositories [1] as well as a continuous delivery pipeline such as
GitHub Actions to automate the execution of the scripts.

3.1 Enrollment
From the student’s perspective1, enrolling in the course is simple
- they only need to enter their GitHub username on a grading
platform2 and accept the invitation to collaborate on a private Git
repository. The git repository the student receives is a private (i.e.
not accessible to others, excepting the teaching staff, the owner of

1The description can easily be extended for groups of students working a same project
and sharing the source code.
2(INGInious [3] in our case).
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all the repositories) fork of template project, created by a GitHub bot
account, that contains gaps representing missing implementations
which they will need to complete over the course. By preventing
students from forking the template themselves and keeping the
teacher as the owner, the teaching staff avoids solution sharing and
ensures that students’ repositories remain private. The student is
then ready to work and commit on its repository, filling the gaps
and passing the graded unit tests. Figure 2 provides a sequence
diagram of this process.

This methodology enables the teaching team to access all activi-
ties performed by the students on the repository. Since all reposi-
tories belong to the GitHub bot account owned by the teacher, it
allows to retrieve all repositories and perform various tasks on them.
This includes collecting analytics, check potential plagiarism issues
as well as manually reviewing the code submitted by students.

Student X Grading System Template Repo

Register for
enrollment

Create new
repository for X

Retrieve template
content

Initialize repo
with template

Invite to collaborate
on new repo

Figure 2: Enrollment of a new student.

3.2 Student interactions on the repository
The work performed by a student on its repository consists of filling
the missing implementations, in an adequate order communicated
by the teaching staff to the students. Unit tests are provided for the
missing implementations, allowing students to assess the correct-
ness of their code locally. Whenever an implementation has been
successfully written by the student, the trainee can commit and
push the changes on its repository. This is the only way for the
student to test it fully, on the remote grading platform (we describe
this process in section 4). This has the benefit of forcing the student
to interact with version control systems.

Moreover, the student must use git to interact with the tem-
plate repository as well. Indeed, the teacher can possibly update
the template to fix a potential issue or to add another exercise to
complete during the semester. In such cases, the student must run
git commands to integrate the changes from the template within
its own project. This results in merge operations, after which the
student repository is up-to-date with respect to the template.

3.3 Teacher update
To generate the template repository, a teacher must have a project
containing all solutions, with specific parts marked by delimiters to

indicate which code needs to be stripped. The stripping operation
involves removing the code written between these delimiters. An
example of this operation is illustrated in Figure 3. All the code
between BEGIN STRIP and END STRIP comments disappears in
the template. The code after STUDENT is injected to ensure that
the student receives a code that compiles. The teachers can use any
such delimiters in their project, which is minimally intrusive and
ensures that they have a clear view of the level of difficulty of the
exercises proposed to students.

public int increment(int x) {

// STUDENT throw new

RuntimeException ("Not implemented ");

// BEGIN STRIP

return x + 1;

// END STRIP

}

public int increment(int x) {

throw new RuntimeException("Not

implemented");

}

Figure 3: Example of a strip operation on a Java source file.
The code on the top is the teacher (solution) implementa-
tion. The code below corresponds to the public template. It
is generated automatically by parsing the solution file and
processing the strip tokens. We rely on a small utility tool
for this: https://pypi.org/project/amanda/

The teacher can indicate which parts of the source code need to
be stripped by adding tokens to the relevant files in the solution.
This allows the teacher to have a clear overview of the gaps that
need to be filled by the students. The combination of all the stripped
files then creates the template repository, with gaps for the missing
implementations that students must complete.

The continuous deployment capabilities of platforms like GitHub
Actions or Gitlab CI/CD, enable to automate entirely the genera-
tion and update of the template repository. Upon a push to the
solution repository by the teacher, a script is executed to strip the
solution and create a new version of the template repository. The
updated version is then pushed to the template repository, making
it instantly accessible to all users. Figure 4 illustrates this auto-
mated process. The relation between the teacher, the template and
a student repository is represented on Figure 5.

The teacher can also utilize the same approach to selectively hide
certain unit tests from students. This feature enables a portion of
the tests to be visible in the template, while keeping the rest hidden.
The ability to hide tests can be useful in situations where a few
simple tests are made available only for students to understand the
expected behavior, while the remaining tests are hidden to prevent
brute-forcing and encourage students to develop their own tests.
One can also keep the tests consistent between the teacher and
the template repository to ensure a fully transparent evaluation of
student projects.

3
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Teacher Repo GitHub Action Template Repo

Push triggers
workflow

Strip repo

Run tests

Clone
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alt [Test success]

[Test fail]

Figure 4: The update of the template repository. A GitHub
action is triggered at each push on the solution repository,
stripping the code and pushing it to the template project.

main
test

config

Teacher
repository
(PVT)

stripped main

stripped test

config

Template
repository
(PUB)

stripped main

stripped test

config

Student
repository
(PVT)

strip

strip

copy

fork

Figure 5: Creation of the template repository through strip-
ping and of the student repository through forking. Only the
template repository is public, the teacher and student ones
are private.

4 Grading
The unit tests in a project should provide a way to determine a stu-
dent’s grade when executed. However, certain modules in a project
may be more crucial than others, and teachers need to be able to
assign weights to relevant tests accordingly. To address this, we
use JavaGrader, a Junit5 extension that we have developed that
enables Java unit tests to output a graded report. Similar function-
alities could be achieved with other programming languages such
as Python or C++. We also discuss how to set up an automated
grading system that securely runs tests in a controlled environ-
ment—ensuring the original tests are execute, guaranteeing the
validity of the final grade.

4.1 Grading the tests
To benefit from features introduced by Junit5 [2] (such as para-
metric testing, parallel execution, tagging and filtering of the tests,
etc.), we rely on an extension called JavaGrader. This extension
adds additional functionalities to the tests in the form of annota-
tions, similarly to python decorators. Here are the most important
annotations provided by the extension:

• Grade is the core annotation from JavaGrader. It says that
a unit test is graded and might contain optional parameters
such as a maximum run time or a weight. The maximum
run time can be specified as either CPU timeout (how much
time the current thread has been spent running the test) or
as a wall-clock timeout (how much time has passed since
the beginning of the test).

• GradeFeedback can be used to provide an additional mes-
sage depending on the outcome of a unit test.

• Forbid prevents the use of a given library when executing
the test. This is useful for exercises where a student is asked
to write code without relying on a specific library or data
structure. It is implemented by overriding the class loader
from the thread running the test, ensuring that all classes
loaded by the student are allowed.

An example usage can be found in Listing 1.More annotations are
provided in the library. They cover some cases, such as conditional
tests, that are only run if the previous was successful. This can be
used for testing the time complexity of an algorithm, which should
only be run if previous tests have first validated the correctness of
the program. JavaGrader can be used alongside other extensions
when executing the test suite.

@Grade

public class MyTests {

@Test

@Grade(value = 5, cpuTimeout = 1)

@Forbid ("java.lang.Thread ")

void mytest1 () {

//this works

something ();

}

@Test

@Grade(value = 3)

@GradeFeedback(message = "You forgot to

consider this particular case

[...]" , on = FAIL)

void mytest2 () {

//this doesn 't

somethingElse ();

}

}

Listing 1: Transforming unit tests into graded tests by using
JavaGrader. mytest1 benefits from the forbidding of the
java.lang.Thread library, and adds a cpu timeout on the test.
Indeed, the cpu timeout would have been meaningless if the
student run its code in a spawned thread, as it is not related
to the initial thread running the test.

4.2 Student self-assessment
As a fraction of tests from the teachers are provided in the template
(and thus in the student) repository, the trainees can use them to
their advantage. They can locally run (a part of) the graded tests, and
obtain an immediate feedback, along with debugging possibilities,

4
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Figure 6: Grading a task within a grading system. The feed-
back is constructed by the grading system and contains the
information related to the grading and notes for the students.

directly on their computer, even when offline. The students are
then able to iterate more efficiently on their code; this reduces both
the overall effort of the code-evaluate-fix loop and the computation
load on the online grading system. More advanced tests, requiring
the usage of a secret or specific computing capabilities not present
on trainees’ computers, can be stripped and made available on the
online grading system only (as detailed in the next section).

4.3 Running the tests in a secure environment
Truly assessing the grades from the students requires particular
caution. Simply retrieving a student repository and running its tests
does not guarantee that their output is valid: nothing prevents a
student from pushing a modified version of the tests. Furthermore,
it might be a good practice to let the students modify the tests: they
should be free of adding more tests cases if they wish, to convince
themselves of the correctness of their code.

Figure 6 depicts the sequence diagram for grading a task, with
the key steps outlined next.

(1) The student, template and teacher repositories are retrieved.
(2) It is ensured that the last commit from the template appears

within the student repository. If not, a warning will be given
as feedback letting the student know that the repository

need to be up-to date to be graded. Some commands are
prompted to help the student integrate the changes from
the template.

(3) Some marked files and directories from the student reposi-
tory are archived. The archived files can be used for further
analysis by the teaching team such as plagiarism detection
between students with a tool like JPlag [10].

(4) The grading project is prepared by replacing files or direc-
tories from the student to put the ones from the teacher
instead (typically the tests, including hidden ones, and con-
figuration but possibly additional files such as a sensitive
dataset that must be hidden to students).

(5) The sensible files that are mandatory for cloning the repos-
itories are removed (ssh keys, token files, etc.)

(6) The grading project is compiled. Failure to compile them
stops the evaluation with an error message corresponding
to the error printed by the compiler.

(7) Test the student code and give feedback to the student. The
grades are stored.

To prevent any memory corruption and fully automate the grading,
we use a grading platform such as INGInious [3]3. INGInious essen-
tially run these steps in a jailed environment ensuring, among other
things, that the code cannot interact with anything other than the
grader, cannot access the internet, and cannot read or write files on
the file system except where they are specifically allowed to. This
platform is also used with a special task for creating the repository,
using the methodology presented in section 3.1.

The feedback given back to the student in step 7 consists of the
grade for the task, and any possible information proving useful
feedback to the student. In the case of JavaGrader that we use, an
example output related to the tests from Listing 1, is presented on
Figure 7.

Figure 7: Output of the tests from Listing 1. As the class
MyTests is also annotated with @Grade without specifying
optional parameters, the maximum grade is 1. This value can
be overridden by changing the class annotation.

Setting up a grading task can be done in a matter of minutes.
Except for the homework statement, only a few parts need to change
between two grading tasks. The procedure remains the same across
the tasks for one course, with the exception of steps 3 and 4, where
different files or directory can be specified, and for the tests that
needs to be run.

As an example, we provide a detailed "hello-world" open-source
implementation of the whole pipeline. The example is accessible

3Other plateforms such as GradeScope [11] could also be used.
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through https://inginious.org/course/iclf-example. It uses INGIn-
ious as the grading system. The related repositories can be found
at https://github.com/OneAnonymizedUser/teacher-repository for
the teacher repository and at https://github.com/OneAnonymizedUser/
template-repository for the template. For demonstrating purposes,
the teacher repository is public, but it should remain private in a
real scenario.

5 Use cases
The teaching framework presented in this paper was successfully
used in two courses for more that three years: A Discrete Optimiza-
tion Course and a Constraint Programming Course on edX.

5.1 A Discrete Optimization Course
This course focuses on advanced algorithms for discrete optimiza-
tion, with theoretical content similar to that of [12]. Each task is
related to a different optimization technique, one of these is the
well-known branch-and-bound method. Students are provided with
code for cumbersome tasks such as instance parsing, along with an
incomplete skeleton of a generic algorithm (e.g., branch-and-bound)
that they need to complete and then instantiate on a problem (e.g.,
the traveling salesman problem). Some of the graded tests are hid-
den from the students, primarily the most challenging instances,
making it difficult to achieve the maximum grade, in line with the
method introduced in [12]. The complete teaching framework, as
described in this paper, was utilized over three years, with about
100 students each year.

Each year, our teaching team prepared the projects just in time.
As a result, students had to pull the next project, which appeared
as a new package in the template source code, every two weeks.
Anonymous feedback from students demonstrated their apprecia-
tion for the teaching framework and course format.

As the framework enables the collection of global statistics, we
computed the average number of commits over time by the students
in a typical year, as shown in Figure 8 to get insights on how and
when students interact with the framework. We observe that, as
expected, students tend to work closer to deadlines, with a peak
in the number of commits before each due date. Interestingly we
observed that not all commits correspond to a grading request,
indicating that students prefer to assess their code locally before
submitting their work.

5.2 MOOC on Constraint Programming on edX
We have taught a Constraint Programming (CP) course on edX for
three years to an audience of approximately 300 students per year
(100 students from our university, and 200 online external students)
using the proposed methodology4. Most university courses on con-
straint programming teach it at the user level of a given library.
In contrast, ICLF enabled us to have students take charge of the
development of an entire constraint programming solver library.
For students, a basic constraint programming solver is a fairly large
piece of software, consisting of around 10,000 lines of code, exclud-
ing tests. The sequence of proposed tasks starts at the lower levels
of the solver and gradually moves toward applications, ensuring
there is no “dark magic” for students from beginning to end. There
4Inginious enables the Learning Tool Interoperability (LTI) connection with edX
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Figure 8: Average number of commits (per student-
repository) over time for the Discrete Optimization course.
We report the total number of commits and the number of
commits that were submitted to the grading system. The
commits related to merges from the template, fetching the
new projects instructions, are omitted.

are no fixed deadlines for the projects, but students are strongly
encouraged to stay up-to-date with the exercises, as some require
code and algorithms from earlier projects to complete. Although
not included here due to space constraints, we collected data on
the commits made by students each day during the semester. We
observed a higher number of commits on Fridays, corresponding to
on-site practice sessions organized at our university. Additionally,
we noted that the number of commits gradually increased as the
semester progressed, peaking as the final deadline approached.

6 Conclusion
Wehave presented the Immersive Code Learning Framework (ICLF),
a scalable, and effective approach based on git to teaching and grad-
ing programming projects. By placing students in an environment
with pre-existing codebases, the framework simulated real-world
software development scenarios, fostering skills such as debugging,
version control, and iterative development.

The framework’s ability to provide instant feedback, automate
grading, and dynamically evolve projects was successfully demon-
strated in diverse educational settings, including a Discrete Opti-
mization course and a Constraint Programming MOOC. Anony-
mous evaluations from students underscored the value of ICLF in
offering a structured, transparent, and rewarding learning process.
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